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Abstract - In this paper, we present a detailed review on using dynamic queries, there are lots of chances that a user may 

inject in the query some extra statements that can result in a different database request. Thus SQL injection gives 

information can be stolen from the database. Most applications are designed in a way that the request of data from 

database is done through user inputs. An attacker can inject in the original SQL query and obtain, change, or view data 

for which he does not have permission. The aim of our research is to develop a method that detects and prevents SQL 

injection attacks by checking whether user inputs cause changes in the query's intended result. We proposed a method to 

detect SQL injection attacks by using Query tokenization that is implemented by the QueryParser method. When 

attacker is making SQL injection he should probably use a space, single quotes or double dashes in his input. Our method 

consists of tokenizing original query and a query with injection separately, the tokenization is performed by detecting a 

space, single quote or double dashes and all strings before each symbol constitute a token. After tokens are formed they 

all make an array for which every token is an element of the array. Two arrays resulting from both original query and a 

query with injection are obtained and their lengths are compared to detect whether there is injection or not. As a result, 

the access to data can be granted or denied once the lengths of the arrays are the same or different respectively. 

 

IndexTerms - Tokenization, SQL Injection Attacks. 
________________________________________________________________________________________________________ 

I. INTRODUCTION 

  SQL Injection Attacks are a threat to any database driven applications and sites. Reference [I] pointed out that when a network 

and host level entry point is fully secured; the public interface exposed by an application becomes the only source of attack.SQL 

Injection Attack can be used by people who want to get access to the database and steal, change or delete data for which they do 

not have permission. Reference [2] has said that researchers have proposed different techniques to provide a solution for SQLIAs 

(SQL Injection Attacks), but many of these solutions have limitations that affect their effectiveness and practicability. Our 

research discusses the methodology of detecting and protect against SQL injection; this methodology consists of tokenizing both 

the original query and the one with injection separately, afterwards every token constitutes an index for the array and finally two 

arrays are formed. Once the comparison of the lengths of both arrays has been performed, it can be concluded whether there is or 

there is no injection: if the length of the two arrays is the same, no injection otherwise there is injection. In fact for dynamic 

queries, the user inputs may cause the generated array length not to conform to the one of the original query, consequently the 

system concludes that there is an SQL injection and finally access to data is denied.Our approach is implemented by a 

QueryParser method that facilitates the query tokenization and this reveals whether there is injection or not. The QueryParser 

method will be discussed in the following section. 

After introduction, the section II with the name (Related work) follows. This section discusses different ways SQL injections can 

be done. After section II, the next section named (Our approach) follows, it discusses our method in detail. Lastly we end our 

work with sections Conclusion and References. 

II. RELATED WORK  

According to reference [3], a SQL Injection attack occurs when input from a user includes SQL keywords so that the 

dynamically-generated SQL query changes the intended function of the SQL query in the application. 

In fact for all types of SQL injection, there is no way someone can perform injection without inserting a space, single quotes or 

double dashes in a query. The way a user can perform injection without single quotes is when the user input is of type number; 

for instance, the following query injection can be done without using single quotes: 

Select*from student where userid= 100; The injection can be done like this: 

 

Select*from student where userid=100or 1=1; 

 

The absence of space between '100' and 'or' does not prevent the query to retrieve information about all students, however the 

space between 'or' and the fIrst 'I' is compulsory since its absence results in a syntax error. 

 

For user input of type character, it is necessary to use single quotes. In the following example the use of single quotes is 
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necessary, otherwise there is a syntax error. 

 

Select*from student where userid='CHOOI'; The injection can be done like this: 

Select*from student where userid='CHOOI'or 1=1; 

 

The single quotes for 'CHOOI' and a space between 'or' and the first 'I' are necessary. 

The injection can also be done by inserting double dashes in a query. In SQL, double dashes are used to add comments in a 

query, so the attacker can insert double dashes in a query and make the part after it as a comment. This is emphasized by 

researchers saying that the characters '- -' mark the beginning of a comment in SQL, and everything after that is ignored [4]. 

This following example illustrates where the attacker use of double dashes as a SQL injection. 

Select*from student where userid=' CHOO1 ';-' and marks>50; 

The ';-'is an attacker injection. 

Briefly if the attacker attempt to make an injection attack against any query, he (she) should necessarily use in his input single 

quotes, spaces or dashes otherwise the injection cannot succeed or the query can fail with a syntax error. Reference [5] shows a 

table that contains some examples of SQL Injection attack types. 

If we compare the two arrays described respectively in figure 3 and figure 4, we observe that their lengths are different. Indeed, 

the array in figure 4 has indexes ranging from 0 to 8, whereas the indexes of array in figure 3 are ranging from 0 to 5. Thus, 

lengths are different and according to our method there is injection. The main idea of our research resides on the criteria for which 

a token is formed. In our methodology the query parser method uses two queries and for every query it detects a space, single 

quote ('), or double dashes. The detection of these symbols creates a token consisting of strings before each of them. 

III. PROPOSED WORK 

We proposed a method that we called QueryParser whose execution must be done before the query is run in the application. 

The QueryParser method conveys two queries (the original query and the query with injection) each of which is considered as a 

text string. The tokenization is firstly made for every string and is performed by detecting either space, single quote ('), or double 

dashes. Secondly, the QueryParser reads the string element by element and when it reaches a space, single quote, or double 

dashes, it creates a token for the string before each of them. Finally, when the tokenization is finished, every token is considered 

as the element of the array and thereafter the QueryParser compares the length for the two arrays: their difference in length results 

in the injection, whereas their equality in length leads to absence of injection. 

 

Select*from  table where attribute=’UserInput’ 

 

 

 

Spacessingle quotes 

 

Figure 1: Origional query with spaces and single quotes 

 

 1 2 3 4 

Select*from table where attribute= userInput 

Figure 2:Resulting array after tokenization of the query 

 

Query with injection  

Select*from table  

Where attribute=’UserInput’ or ’ 1 ’=’ 1 ’ 

Figure 3: Injected query with spaces and single quotes  

 

The corresponding array is: 

0 1 2 3 4 5 6 7 8 

Select*from Table where attribute= UserInput or 1 = 1 

                               Figure 4: Resulting after tokenization of the query with injection attacks. 

IV. PROPOSED MODEL 

SQLIA is a server type of web vulnerability, which impacts badly on web applications. In this section, a novel model for SQLIA 

prevention is proposed. As mentioned in previous section, several models are proposed for prevention of SQLIA, but they are not 

applicable for all type of injection attacks. SQLIA prevention via double authentication through tokenization is an approach to 

control SQLIA. This paper proposes double authentication process on both relational and hierarchical databases by applying 

tokenization approach on both databases. This task is performed via three steps. 

Step 1: Query Forwarding 

Step 2: Tokenization process on query 

Step 3: Comparison of array index 

Below figure shows the proposed architecture of SQLIA prevention through double authentication via tokenization by using 

above three essential steps 
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Figure 10: Proposed Architecture 

Step 4: Compare character by character if  L1=L2. 

Step 1: Query Forwarding- When a query comes from a user via user interface, the input query is forwarded to both relational 

databases. 

Step 2: Tokenization Process on Query- the input query is divided into various tokens on the basis of space, single quotes and 

double dashes between them. Once the tokens are decided, they are stored in array. Tokenization process is applied on both 

databases. 

Step 3: Comparison of Array Index- In this step, the array length of both the arrays are compared. If the length of L1 and L2 are 

same then compare character by character  which Step 4, if C1=C2, there is no injection present in the query and the query is 

proceed further to main database for retrieving result. But if the lengths L1andL2are different, then injection exists and query is 

not forwarded to the database. The result is a NULL value. 

V. IMPLEMENTATION OF PROPOSED WORK 

Below illustrates the code for the query parser with two queries: the original query (query) and the query with injection 

(query2). In this we take two query one is original and other is injected query. 

 

package sqlinjection;  

import java.util.regex.*; 

public class Major { 

    public static void main(String[] args) { 

String query="SELECT * FROM STUDENT WHERE STUDID='ABC' != 'XYZ';"; 

String query2="SELECT * FROM STUDENT WHERE STUDID='EMP' != '001';'--'"; 

 

        String[] tokens = query.split("[\\s']|(--)"); 

        String[] tokens2= query2.split("[\\s']|(--)]"); 

        for(String token: tokens) 

          System.out.println(token); 

             for(String token: tokens2) 

          System.out.println(token); 

             if(tokens.length != tokens2.length) 

                  { 

  System.out.println("There is Injection"); 

  } 

        else  

  { 
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             System.out.println("No Injection"); 

        }}} 

After the code is run, the result shows that there is injection if tokens lengths of both query original and injected query are 

different else no injection. Thus, without using our method the attacker should have got all the information.  

VI. COMPARISON OF SQLI DETECTION/PREVENTION TECHNIQUES WITH RESPECT TO ATTACK TYPES 

Tables 4 summarize the results of this comparison. The symbol "." is used for technique that can successfully stop all attacks of 

that type. The symbol "-" is used for technique that is not able to stop attacks of that type. The symbol "0"refers to technique that 

stop the attack type only partially because of natural limitations of the underlying approach. As the table shows the Stored 

Procedure and Alternate Encoding are critical attacks which are difficult for some techniques to stop them. Stored Procedure is 

consisting of queries that can execute on the database. However, most of tools consider only the queries that generate within 

application. So, this type of attack make serious problem for some tools. 

 

 

VII. CONCLUSION 

To make SQL injection attack, an attacker should necessary use a space, double quotes or double dashes in his input. The method 

to detect one of the above symbols has been discussed. Our method consists of tokenizing original query and a query with 

injection and after if it is found that additional symbols have been used in user input, the injection is detected. Our approach 

consists of tokenizing the original query and the query with injection, and after tokens are obtained they constitute arrays' 

elements. By comparing lengths of the resulting arrays from the two queries injection can be detected. The work presented in this 

paper has been implemented using java codes. 
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